Novel NAND NR4SD Encoding of Low Power Carry Skip adder based On Pre-Encoded Multipliers
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I. INTRODUCTION

Abstract: In this paper has discussion about the new design of pre-encoded multiplier were explored at offline the standard coefficient and storing them in system memory. The coefficient was used in non redundant radix 4 signed digit (NR4SD) form. The proposed NR4SD encoding scheme uses one of the following sets of digit values \{-2,-1,0,+1\} or \{-1,0,+1,+2\}. In order to cover the dynamic range of the 2’s complement form, all digits of the proposed representation were encoded according to NR4SD except the most significant bit that was MB encoded. Pre-encoding the standard coefficients are stored into ROM in a condensed form (i.e., 2 bits per digit). Compared to the pre-encoded MB multiplier in which the encoded coefficients need 3 bits per digit, the proposed NR4SD scheme reduces the memory size. Also, compared to the MB form, which uses five digit values \{-2,-1,0,+1,+2\}. This encoding technique was less complex partial product implementation, less area and more power efficient design. Analysis was verifying the proposed system was efficient from the existing system.

Index Terms—Non redundant radix 4 signed digit (NR4SD), Multiplying circuits, Modified Booth encoding, Pre-encoded multipliers, VLSI implementation

In some DSP applications such as FFT, multiplications are performed only with a few predetermined coefficients which are time-varying in periodical order. In these applications, multipliers should have programmability. When a few coefficients share a multiplier, modified Booth encoding, which halves the number of partial products, is generally used. If the multiplier coefficients are a constant, the coefficient can be coded such that it contains the fewest number of non-zero digits, which can be accomplished using CSD to reduce the area and power consumption. New designs of pre-encoded multipliers are explored by off-line encoding the standard coefficients using NR4SD encoder and storing in system memory.

The multiplication the digital signal processing application and multimedia are carried large number multiplication with coefficients. The coefficient of these systems does not change the execution of the time. The multiplier is the basic component of these applications, so its affect on the system architecture and its operations. Nowadays more number of multipliers is used in the different fields. The CSD (canonic signed digit) multipliers comprises the fewest non-zero partial products which reduce the switching activity. Another one is Booth multiplier [2]; this is reducing the partial product half of the level, so the area is reducing more. To generate the product based on 2’s complement format, and final addition fast carry-propagation adder is required. The problem of
facing in designing a final adder is that the input signals do not arrive simultaneously.

Different techniques have been used to eliminate or reduce the final adder delay [1]. The proposed multiplier of NR4SD (non-redundant radix 4 signed digit) multiplier is reduced the memory size.

The rest of this paper to introduce the existing system for the paper is discussed in section II. Then, in section III, the proposed system of NR4SD multiplier is present. Section IV presents the simulation result of the paper. Finally Section V presents the conclusion of the paper.

II. EXISTING SYSTEM

Modify Booth (MB) encoding tackles [4]-[7] the aforementioned limitations and reduces to half the number of partial products resulting inform reduced area, critical delay and power consumption. However, a dedicated encoding circuit is required and the partial products generation is more complex.

A. Modified booth algorithm:

Modified Booth (MB) is a redundant radix-4 encoding technique. Considering the multiplication of the 2’s complement numbers A, B, each one consisting of n=2k bits, B can be represented in MB form as:

\[
B = \langle b_{n-1} \ldots b_0 \rangle_{2^k} = -b_{2k-1}2^{2k-1} + \sum_{i=0}^{2k-2} b_i 2^i
\]

\[
= \langle b_{k-1} \ldots b_0 \rangle_{MB} = \sum_{j=0}^{k-1} b_j^{MB} 2^{2j}.
\]

(1)

Digits \(b^{MB}_j \in \{-2, -1, 0, +1, +2\}, 0 \leq j \leq k - 1\), are formed as follows:

\[
b^{MB}_j = -2b_{2j+1} + b_{2j} + b_{2j-1},
\]

(2)

Where \(b=0\). Each MB digit is represented by the bits \(s, one, two\) (Table 1). The bit \(s\) shows if the digit is negative \((s=1)\) or positive \((s=0)\). \(One\) shows if the absolute value of a digit equals 1 \((one=1)\) or not \((one=0)\). \(Two\) shows if the absolute value of a digit equals 2 \((two=1)\) or not \((two=0)\).

\[
b^{MB}_j = (-1)^s \cdot (one_j + 2t\text{wo}_j).
\]

(3)

Equations (4) form the MB encoding signals.

\[
s_j = b_{2j+1}, \quad one_j = b_{2j-1} \oplus b_{2j},
\]

\[
t\text{wo}_j = (b_{2j-1} \oplus b_{2j}) \land one_j.
\]

(4)
B. Pre-Encoded NR4SD Multipliers Design

Figure 1: System Architecture of the NR4SD Multipliers with CSA and CLA adder. The architecture for existing NR4SD multiplier design is shown in figure 1. In this used to ROM, NR4SD encoder, PP Generator, CSA and CLA adder. The use of CSA and CLA adder increase the area and delay of the architecture.

III. PROPOSED SYSTEM

In the proposed system reduce the delay and efficient architecture of the pre-encoder multiplier design based on replacing the CSA and CLA to the carry skip adder.

C. Non-redundant radix-4 signed digit algorithm:

In this section, we present the Non-Redundant radix-4 Signed-Digit (NR4SD) encoding technique. As in MB form, the number of partial products is reduced to half. When encoding the 2’s complement number $B$, digits $b^{NR}_j$ take one of four values: $\{-2, -1, 0, +1\}$ or $b^{NR}_j \in \{-1, 0, +1, +2\}$ at the NR4SD− or NR4SD+ algorithm, respectively.

Figure 2: Block Diagram of the NR4SD− Encoding Scheme at the (a) Digit and (b) Word Level

Only four different values are used and not five as in MB algorithm, which leads to $0 \leq j \leq k - 2$. As we need to cover the dynamic range of the 2’s complement form, the most significant digit is MB encoded (i.e., $b^{MB}_{k-1} \in \{-2, -1, 0, +1, +2\}$). The NR4SD− and NR4SD+ encoding algorithms are illustrated in detail in Fig. 2 and 3, respectively.
D. NR4SD− Algorithm

Step 1: Consider the initial values \( j = 0 \) and \( c_0 = 0 \).

Step 2: Calculate the carry \( c_{2j+1} \) and the sum \( n+2j \) of a Half Adder (HA) with inputs \( b_{2j} \) and \( c_{2j} \) (Fig. 2).

\[
c_{2j+1} = b_{2j} \land c_{2j}, \quad n+2j = b_{2j} \oplus c_{2j}.
\]

Step 3: Calculate the positively signed carry \( c_{2j+2} \) and the negatively signed sum \( n−2j \) of a HA* (Fig. 2). The outputs \( c_{2j+2} \) and \( n−2j \) of the HA* relate to its inputs as follows:

\[
2c_{2j+1} − n−2j = b_{2j} + c_{2j}.
\]

Step 4: Calculate the value of the \( b^\text{NR}−_j \) digit.

\[
b^\text{NR}−_j = −2n−2j+1 + n+2j.
\] (5)

Equation (5) results from the fact that \( n−2j+1 \) is negatively signed and \( n+2j \) is positively signed.

Step 5: \( j = j + 1 \).

Step 6: If \( j < k−1 \), go to Step 2. If \( j = k−1 \), encode the most significant digit based on the MB algorithm and considering the three consecutive bits to be \( b_{2k−1} \), \( b_{2k−2} \) and \( c_{2k−2} \). If \( j = k \), stop. Table 2 shows how the NR4SD− digits are formed.

Table 2: NR4SD− Encoding

<table>
<thead>
<tr>
<th>2’s complement</th>
<th>NR4SD− form</th>
<th>Digit</th>
<th>NR4SD− Encoding</th>
</tr>
</thead>
<tbody>
<tr>
<td>b_{2j+1}</td>
<td>b_{2j}</td>
<td>n_{2j+2}</td>
<td>n_{2j+1}</td>
</tr>
<tr>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>0</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>0</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
</tbody>
</table>


E. NR4SD+ Algorithm

Step 1: Consider the initial values \( j = 0 \) and \( c_0 = 0 \).

Step 2: Calculate the carry positively signed \( c_{2j+1} (+) \) and the negatively signed sum \( n−2j (−) \) of a HA* with inputs \( b_{2j} (+) \) and \( c_{2j} (+) \) (Fig. 3). The carry \( c_{2j+1} \) and the sum \( n−2j \) of the HA* relate to its inputs as follows:

\[
2c_{2j+1} − n−2j = b_{2j} + c_{2j}.
\]

The outputs of the HA* are analyzed at gate level in the following equations:

\[
c_{2j+1} = b_{2j} \lor c_{2j}, \quad n−2j = b_{2j} \oplus c_{2j}.
\]

Step 3: Calculate the carry \( c_{2j+2} \) and the sum \( n+2j \) of a HA with inputs \( b_{2j+1} \) and \( c_{2j+1} \).

\[
c_{2j+2} = b_{2j+1} \land c_{2j+1}, \quad n+2j = b_{2j+1} \oplus c_{2j+1}.
\]

Step 4: Calculate the value of the \( b^\text{NR}+_j \) digit.

\[
W^* b^\text{NR}+_j = 2n+2j−1 + n−2j.
\] (7)

Equation (7) results from the fact that \( n+2j+1 \) is positively signed and \( n−2j \) is negatively signed.

Step 5: \( j = j + 1 \).
Step 6: If \((j < k-1)\), go to Step 2. If \((j = k-1)\), encode the most significant digit according to MB algorithm and considering the three consecutive bits to be \(b2k-1, b2k-2\) and \(c2k-2\). If \((j = k)\), stop. Table 3 shows how the NR4SD+ digits are formed.

Table3: NR4SD+ Encoding

<table>
<thead>
<tr>
<th>2's complement</th>
<th>NR4SD+ form</th>
<th>Digit</th>
<th>NR4SD+ Encoding</th>
</tr>
</thead>
<tbody>
<tr>
<td>(b_{2j+1} b_{2j})</td>
<td>(c_{2j+2} c_{2j+1} n_{2j+1} n_{2j})</td>
<td>(b_{N4SD+}^{N4SD+}) one_{2j} two_{2j}</td>
<td></td>
</tr>
<tr>
<td>0 0 0 0</td>
<td>0 0 0 0</td>
<td>0 0 0 0</td>
<td>0 0 0 0</td>
</tr>
<tr>
<td>0 1 0 0</td>
<td>0 0 0 1</td>
<td>+1 1 0 0</td>
<td></td>
</tr>
<tr>
<td>0 1 1 0</td>
<td>0 0 1 0</td>
<td>+2 0 0 1</td>
<td></td>
</tr>
<tr>
<td>1 0 0 0</td>
<td>0 1 0 0</td>
<td>+2 0 0 1</td>
<td></td>
</tr>
<tr>
<td>1 0 1 1</td>
<td>1 0 1 0</td>
<td>-1 0 1 0</td>
<td></td>
</tr>
<tr>
<td>1 1 0 1</td>
<td>1 0 1 0</td>
<td>-1 0 1 0</td>
<td></td>
</tr>
<tr>
<td>1 1 1 1</td>
<td>1 0 0 0</td>
<td>0 0 0 0</td>
<td></td>
</tr>
</tbody>
</table>

The system architecture of the pre-encoded NR4SD multipliers is presented in Fig. 4. Two bits are now stored in ROM: \(n-2j+1, n+2j\) (Table 2) for the NR4SD− or \(n+2j+1, n-2j\) (Table 3) for the NR4SD+ form. In this way, we reduce the memory requirement to \(n+1\) bits per coefficient [9]-[13] while the corresponding memory required for the pre-encoded MB scheme is \(3n/2\) bits per coefficient. Thus, the amount of stored bits is equal to that of the conventional MB design, except for the most significant digit that needs an extra bit as it is MB encoded.

Figure 4: System Architecture of the NR4SD Multipliers.

Figure 5: (a) NR4SD− and (b) NR4SD+ Encoding

Compared to the pre-encoded MB multiplier, where the MB encoding blocks is omitted, the pre-encoded NR4SD multipliers need extra hardware to generate the signals for the NR4SD− and NR4SD+ form, respectively. The NR4SD encoding blocks of Fig. 5 implements the circuitry of Fig. 4. And the Fig 6 shows the logical diagram of the PPG unit for existing design and fig 7 shows the proposed design of PPG unit.

After shaping the partial products, they are added, properly weighted, then adder to form the final result \(P=A.B\) in proposed system architecture, but in existing system, after shaping the partial products, they are added, properly weighted, through a Carry Save Adder(CSA). The CS output is given to the fast Carry Look Ahead (CLA) adder to get the final result.

The generation of the \(i^{th}\) bit \(p_{j,i}\) of the partial product is illustrated at gate level in fig 5.

Figure 6: Generation of the \(i^{th}\) Bit \(p_{j,i}\) of PP
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Figure 7: Generation of the $i^{th}$ Bit $p_{j,i}$ of PPj in proposed design

The above diagram shows the generation of the $i^{th}$ bit in proposed design here using purely NAND [15] gates because these are universal gates. The existing system used AND gates, the transistor implementation count for AND was higher than the NAND gate so that replacing the AND to NAND gate in PPG unit for both positive and negative NR4SD.

IV. SIMULATION AND RESULT

The simulate the proposed system architecture of Model sim and to analysis the area, power, and delay of the proposed system in Spartan 6 by using Xilinx software. The simulation result from the proposed NR4SD multiplier is shows in figure 8. The synthesis report on the proposed system is shown in figure 9 and figure 10. Finally the comparison of the proposed system is detailed in table I.

Table 4 tells about the comparison of two parameters power and delay. The power of the existing system of NR4SD+ is 27.50mw and NR4SD- is 26.40mw but the proposed system used 0.171w and 0.176w respectively. The power of the existing system of NR4SD+ is 2.29ns and NR4SD- is 2.28ns but the proposed system used 2.140ns and 2.142ns respectively.
V. CONCLUSION

However this paper has had discussed about the architecture of pre-encoded multiplier were explored at offline the standard coefficient and storing them in system memory. The coefficient was used in non redundant radix 4 signed digits. The transistor implementation the count of the transistor for AND gate was higher than the NAND gate so that replacing the AND to NAND gate in PPG unit for both positive and negative NR4SD. This encoding technique was less complex partial product implementation and less area and more power efficient design. Analysis was verifying the proposed system was efficient from the existing system and the delay of the proposed system was 2.14ns.
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